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Abstract: One of the goals of software design is to model a system in such a way that it is easily understandable. 
The use of model-based software development is increasingly popular due to recent advancements in modeling 

technology. Nowadays the tendency for software development is changing from manual coding to automatic code 

generation thus relieving the human from detailed coding. This is a response to the software crisis, in which the cost 
of hardware has decreased and conversely the cost of software development has increased sharply. This paper 

presents the drastic changes related to modeling, different approaches and important challenging issues hat recur in 

MBSD. New perspectives are provided on some fundamental issues, such as the distinctions between model-driven 

development and architecture-centric development, code generation, and Meta modeling. Achieving a positive 

future will require, however, specific advances in software modeling, code generation, and model-code consistency 

management. 
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I. Introduction 

Model-Based Software Engineering (MBSE) is 

defined as reusing the code and performing 

maintenance and development of software through 

the use of software modeling technology.  It 

improves the quality and productivity of the software, 

given that software models follows the principle of 

abstraction by hiding away certain implementation 

details and defines the problem domain relative to 

programming languages .The system described by a 

model may or may not exist at the time of model 

creation. Models are thereby created to serve 
particular purposes, for example, to present a human 

understandable description of some aspect of a 

system or to present information in a form that can be 

mechanically analyzed. This process is being 

successfully implemented in many domain areas and 

is evolving continuously. Many tools and 

technologies available today use and support MBSE. 

It splits the production of software into two parallel 

engineering processes namely domain 

engineering and application engineering. One area of 

MBSE delivers applications already made to the 
customers and the other uses the synthesized features 

to build new customized applications for other 

customers. The development cycle is shown in 

figure 1 below. 

                    

 

Domain Engineering: - Domain Engineering (DE) is 

defined as the process of developing the reusable 

components of software and organizing its 

architecture after analyzing the requirements of a 

particular domain. Domain refers to the set of 

functional areas covered by a group of application 

systems that have similar software requirements.  The 

process of domain engineering is shown in figure 2.  

It comprises of three main stages, the first being 

domain analysis, then domain design and lastly 

domain implementation. DARE-COTS tool is used 
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for Domain Analysis.  At an initial stage, it is 

mandatory to get the universal and variable 

characteristics of group systems in a particular 

domain. Domain analysis model can be generated by 

abstracting certain characteristics. The domain 

specific software architecture can be designed based 

on this model and then the reusable components will 

be generated and organized.  Thus, when developing 

a new system in a new domain, we have to identify 

the system’s requirements and specifications as per 

the domain model, and can generate the new design 

as per the Domain Specific Software Architecture 

(DSSA), and then select the particular components to 

assemble the new system. 

Application Engineering: - The process of 

developing the single application system is called 

Application Engineering. It shows how to develop an 

open and reusable product quality tracking system on 

the basis of domain engineering. It reuses the major 

functionality of the system for the application 

developed in a similar domain for which the reusable 

components are available. In the case of application 

engineering we identify the following three 

steps: Requirements Engineering, Design 

Analysis and Integration & Testing. 

 

Approaches to MBSE:- Model-based development 

approaches  to MBSE can be roughly classified on 

the primary abstraction level of their focal software 

model as follows. 

i) Model Centric Software Development 
(MCSD):- This model is a knowledge hub for the 

SDLC. It lays emphasis on the use of concise 

and expressive models in the development 

process to express the relevant concepts of each 

area such that they become transparent and can 

be used in other areas. This approach to software 

development is being used since many years but 

generation of executable code from 

implementation-level models is an area of 

special interest. MCSD has a much broader 

scope and areas such as business process 

modeling, architectural models, or enterprise-

wide federated repositories etc. 

ii) Model Driven Development (MDD) and 

Architecture Centric Development (ACD):- 
This approach typically focuses on software 

design models. MDD and ACD both rely on the 

machine for generation of complete code from 

software artifacts of a higher-level abstraction. 

There lies a difference between the MDD and 

ACD. The rationale behind MDD is to make 

software design models compliable and 

executable, so that software developers can 

solely focus on abstract models. To achieve this 

goal, software models must have sufficient detail 

to enable full code generation. Whereas, ACD 
uses software architecture as the blueprint where 

principal design decisions are laid out. Its code 

generation process is primarily about generating 

architecture-prescribed code.  This application 

code needs software developers to fill in details. 

The uses of UML in these two approaches are 

actually in different modes: 

UmlAsProgrammingLanguage in MDD and 

UmlAsBlueprint in ACD. 

iii) Specification-driven development:- It uses 

requirements specifications for creation and 
direct execution of applications. It appears in two 

forms: transformational programming and 

application generation. Transformational 

programming is a methodology of constructing a 

program by successive applications of 

transformation rules. It starts with a formal 

statement of a problem, and ends with an 

executable program. Application generators are 

tools used for creating a family of applications, 

and are deeply rooted in domain engineering. An 

application generator translates a highly-

particularized specification in a domain into a 
complete implementation. To change or modify a 

product, one simply changes input specifications 

and reruns the generator. 

iv) Generative and Component-based 

approaches:-This model generates code called 

glue code to combine existing components into 

the final artifact. The composition of components 

combines two or more software components and 

yields a new component behavior at a different 

level of abstraction. Functional composition and 

multi-dimensional composition are two 
distinguished approaches to composition of 

components. The functional composition breaks 

up a complex software system into smaller 

components with functional relationships as the 
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primary criterion, while the latter emphasizes 

separation of overlapping concerns along 

multiple dimensions of decomposition. A typical 

example of functional composition is generative 

software development, which focuses on 

automating the selection and assembly of 
components. Multi-dimensional composition 

distinguishes the notion of core components 

from concerns.  

 

Challenges faced by MDSE:- 

i) Multi-Aspect Modeling : - In MBSD  software 
models not only have to contain enough details 

to generate relatively complete code, but also 

need to be simple than the software programs 

created during the process. Existing behavioral 

modeling methods are those which are based on 

formal notations and those that are more 

informal, but with a practical bias. None 

however, provides an appropriate form for 
MBSD. Formal behavioral modeling methods 

use the process of algebras like CSP and the pi-

calculus. Providing a basis for automatic analysis 

is one of their main purposes. Formal behavioral 

modeling methods are more appropriate for 

software development because of their limited 

expressiveness and in most of the cases, 

developers would rather write code directly. 

Examples of more informal methods include 

interaction diagrams, state diagrams, and activity 

diagrams of UML Informal methods were used 
traditionally used for communication and system 

comprehension. Due to their incompleteness 

properties they cannot be used alone for 

behavioral modeling in MDD, which emphasizes 

complete modeling. In many cases where only 

executions of significance are concerned, such as 

architecture-centric development, practical 

methods like sequence diagrams may be a good 

choice after some form of extension . 

ii) Code Generation:-. MBSD faces another big 
challenge which requires structural code, 

behavioral code, or even non-functional code to 

be automatically generated from source models. 

This is difficult because nonstructural modeling 
in MBSD is not yet mature and also system 

dynamics are involved. Many more variations 

need to be considered as compared with static 

structural code generation. 

iii) Model-Code Consistency Management:- 
After the process of code generation either the source 

model has to be modified again or the developers 

should do additional editing in the generated code. 

These changes endanger the conformance established 

between the model and code. Successful solutions are 

already available to handle changes in the model, 

guaranteeing that extra work done on the generated 

implementation remains as such when the system is 

regenerated. This is usually done through code 

markers in the form of comments. There are two 

types of approaches based on inconsistencies that 

occur during this process - correct-by-construction 
and correct-by-detection. Some inconsistencies may 

be too expensive to be detected and resolved. They 

can further be divided into one-way mapping and 

two-way mapping, depending on which artifact can 

be manually changed. The correct-by-detection 

approaches are usually used to map updated code to 

model, and assume the relative constancy of model. 

This explains why there are no two-way mappings of 

correct-by-detection. Correct-by-construction 

approaches are extensively used in MBSD to avoid 

inconsistency from the very beginning. One-way 

mapping approaches among them  try to generate 
complete code, so that manual modification of code 

is not a necessity and chances of inconsistency can be 

reduced. Two-way mapping include separation of 

generated and non-generated code, architecture 

frameworks, and the adoption of new implementation 

strategies. These can only enforce structural 

conformance between model and the code. The use of 

round-trip engineering is a new trend in this area, 

where traceability links between model and code are 

used to automatically propagate updates in derived 

code back to the model. In particular, a successful 
utilization of round-trip engineering in complex 

software development is still missing. Correct-by-

detection approaches address the conformance issue 

through after-the fact consistency checking done 

either through reverse engineering based static 

analysis or runtime monitoring verification. Reverse 

engineering abstracts source models from modified 

implementations, and compares the original source 

model with the generated one. It can be expensive for 

complex systems; moreover, it is hard to guarantee 

that the generated model captures the same aspects 

that the original source model contains, since they 
may represent two different abstractions of the same 

implementation. Runtime monitoring approaches 

infer the system architecture from execution traces or 

system events that are collected at runtime. They are 

favorable in terms of being able to check the system 

behaviors against the original architecture. To do this, 

the availability of executable software is usually 

required. Some approaches also demand certain 

forms of code instrumentation. This prevents 

dynamic verification from being used at development 

time, when programs are often not complete enough 
to be executed. 
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